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**Aim:-** To Program on abstract class and abstract methods.

**Objective** **:-** To implement the concept of abstract class and abstract methods through java program for calculating area the geometrical figure.

**Theory :-** An exception (or exceptional event) is a problem that arises during the execution of a program. When an Exception occurs the normal flow of the program is disrupted and the program/Application terminates abnormally, which is not recommended, therefore, these exceptions are to be handled.

An exception can occur for many different reasons. Following are some scenarios where an exception occurs.

* A user has entered an invalid data.
* A file that needs to be opened cannot be found.
* A network connection has been lost in the middle of communications or the JVM has run out of memory.

The code which is prone to exceptions is placed in the try block. When an exception occurs, that exception occurred is handled by catch block associated with it. Every try block should be immediately followed either by a catch block or finally block.

**Code:-**

1. **abstract** **class** Shape{
2. **abstract** **void** draw();
3. }
4. //In real scenario, implementation is provided by others i.e. unknown by end user
5. **class** Rectangle **extends** Shape{
6. **void** draw(){System.out.println("drawing rectangle");}
7. }
8. **class** Circle1 **extends** Shape{
9. **void** draw(){System.out.println("drawing circle");}
10. }
11. //In real scenario, method is called by programmer or user
12. **class** TestAbstraction1{
13. **public** **static** **void** main(String args[]){
14. Shape s=**new** Circle1();//In a real scenario, object is provided through method, e.g., getShape() method
15. s.draw();
16. }
17. }

**Code:**

abstract class Language {

public void display() {

System.out.println("This is Java Programming");

}

}

class Main extends Language {

public static void main(String[] args) {

Main obj = new Main();

obj.display();

}

}

**Output :**

**![](data:image/png;base64,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)**

**Conclusion:**

abstract classes and methods are fundamental to object-oriented programming, allowing for the creation of structured class hierarchies and method contracts. Abstract classes provide a way to define a common structure with a mix of concrete and abstract methods, while abstract methods ensure that specific behaviors are implemented in derived classes.